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a b s t r a c t

LyapXool is a C++ program to compute complete Lyapunov functions and their orbital derivatives for
any two- or three-dimensional dynamical system expressed by an autonomous ordinary differential
equation. The program is user-friendly and determines the chain-recurrent set. This paper describes
how the code is organized, how it can be used and provides an interesting example of its application.
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1. Motivation and significance

Solutions of an autonomous differential equations of the form

ẋ = f(x), (1)

where x ∈ Rn, n ∈ N, describe general time-changing phenomena
and often arise from applications. The general behavior of solu-
tions, depending on their initial condition, is thus of fundamental
interest. Numerical simulations of (1) under various different
initial conditions are computationally expensive. For that reason,
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we consider an approach that characterizes the behavior of the
system by a so-called complete Lyapunov function.

A complete Lyapunov function V : Rn
→ R, introduced in [1–

4], is defined on the whole phase space. It does not increase
along solutions of the differential equation (1) and thus provides
information about stability through analyzing the function’s min-
ima and maxima. Moreover, it divides the phase space Rn into
two disjoint areas: The area of the gradient-like flow, where the
function strictly decreases along solutions and thus solutions flow
through, and the chain-recurrent set, where the function is con-
stant along solutions and where infinitesimal perturbations can
make the flow recurrent. These two areas can be characterized
by the sign of the orbital derivative V ′(x) = ∇V (x) · f(x), the
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derivative along solutions: V ′(x) < 0 in the area with gradient-
like flow and V ′(x) = 0 in the chain-recurrent set. In this paper
we explain the computational code we have written to compute
complete Lyapunov functions and to classify the chain-recurrent
set. Some authors of this papers have explained the mathematical
algorithm before in [5–9], which is based on an algorithm to
compute classical Lyapunov functions, see [10].

There are other methods to analyze the general behavior of
dynamical systems. The direct simulation of solutions with many
different initial conditions is costly and can only give limited
information about the general behavior of the system. Other,
more sophisticated methods include determining the boundaries
of basins of attraction of attractors by computing invariant man-
ifolds [11]. The cell mapping approach [12] or set oriented meth-
ods [13] divide the phase space into cells and compute the dy-
namics between those cells [14].

Other methods to compute complete Lyapunov functions [15–
17] start by considering the discrete-time system given by the
time-T map, subdivide the phase space into cells and compute
the dynamics between them through an induced multivalued
map using the computer package GAIO. A complete Lyapunov
function is then obtained using graph algorithms [9]. However,
this approach has the disadvantage of requiring a large number
of cells even in low dimensions.

In [18], a complete Lyapunov is constructed as a continuous
piecewise affine (CPA) function, affine on each simplex of a fixed
simplicial complex. However, this method assumes that informa-
tion about local attractors is available, while the proposed method
in this paper does not require any information about the system
under consideration.

The method in this paper is inspired by the construction of
classical Lyapunov functions. It is fast and works well in higher
dimensions. In [19], the method described in [15] is compared to
the RBF method for equilibria for one particular example.

Computing a complete Lyapunov function does not require
solving the dynamical system for particular initial conditions,
instead, the general idea is to approximate a ‘‘solution’’ to the
ill-posed partial differential equation (PDE) V ′(x) = −1 in order
to find a function which has a negative orbital derivative. An
approximation v is computed using Radial Basis Functions (RBFs),
a mesh-free collocation technique, such that v′(x) = −1 is
fulfilled at all points x in a finite set of collocation points X .
However, the computed function v will fail to fulfill the PDE at
points of the chain-recurrent set, such as an equilibrium or a
periodic orbit, since for some x in the chain-recurrent set we
must have v′(x) ≥ 0. This is the key component of our general
algorithm to locate the chain-recurrent set; we determine the
chain-recurrent set by localizing the area where v′(x) ̸≈ −1.

Our code uses mesh-free collocation methods, based on RBFs
[10]. As RBFs, we use Wendland functions, which are compactly
supported and positive definite functions [20], constructed as
polynomials on their compact support. General descriptions about
Wendland functions are found in [10].

As collocation points X = {x1, . . . , xN} ⊂ Rn, we use a subset
of a hexagonal grid. This has been shown to minimize the condi-
tion number of the collocation matrix for a fixed fill distance [21].
The approximant is found by solving a system of linear equations,
given by the collocation matrix, which is a quadratic matrix of
size N . We remove all equilibria from the set of collocation points
X; not doing so would cause the collocation matrix to be singular.
The density of the collocation grid is controlled by a parameter α.
More detailed information can be found in [5–10].

Once we know v, we use an evaluation grid Yxj around each
collocation point xj to validate the approximation. LyapXool is
coded with two different options for evaluation grids. The first
one consists of m equidistant points over µ concentric circles

around each collocation point. This grid is extended to spheres
in 3D. The second one is a directional grid introduced in [7,9],
which places all evaluation points aligned to the flow of the ODE
system; at each collocation point, we place 2m evaluation points
along the direction of the flow with the collocation point in the
middle.

1.1. Complete Lyapunov function and chain-recurrent set

A tolerance parameter −1 < γ ≤ 0 is defined and every
collocation point xj, such that there exists a y ∈ Yxj with v′(y) >

γ , is marked to be in the chain-recurrent set (xj ∈ X0). The other
points are considered to be in the gradient-like flow (xj ∈ X−).
After that, the approximation of the complete Lyapunov function
can be improved iteratively by solving v′(xj) = rj, where rj is
computed from the previous iteration. We have implemented
three different strategies to compute the value rj, cf. [5,6,9] for
more information:

A. We define rj = −1 if xj ∈ X− and rj = 0 if xj ∈ X0

B. rj is a smooth interpolation of A.
C. rj is the average of the values v′(x), x ∈ Yxj

The general procedure is given by the following Algorithm.

1. Compute the approximation vi of the complete Lyapunov
function for i = 0 by solving v′

i (xj) = −1 at the collocation
points

2. Approximate X0 using v′

i (y), y ∈ Yxj , for each collocation
point xj. If v′

i (y) > γ for any y ∈ Yxj , then xj ∈ X0, else
xj ∈ X−, where γ ≤ 0 is a predefined tolerance parameter

3. Compute rj using v′

i (x), x ∈ Yxj
4. Compute vi+1 by solving v′

i+1(xj) = rj for j = 1, . . . ,N

Set i to i + 1 and repeat steps 2. to 4.

2. Software description

LyapXool is written in C++. It requires the Armadillo C++ library
for linear algebra and scientific computing [22,23] as well as
OpenMP for multithreading several operations. The program is
usually run from the command line in a unix-based operating
system. The code’s execution generates three different files:

• data.lpx, where all the input parameters are written
• files with user-chosen extension. The files contain, e.g., the

coordinates of vi(x) and v′

i (x), the points in the chain-
recurrent set, etc.

• output.lpx, where information about running times is docu-
mented

2.1. Software architecture

The source code is divided into a set of modules, each in a
separate file:

• problem.cpp: contains the entry point of the executable
• instructions.hpp: all parameters and conditions carried out

during calculations
• generalities.cpp and generalities.hpp: compute the dynami-

cal system’s Jacobian, its eigenvalues at given points. Classify
critical points as well as include printing functions

• odesystem.cpp and odesystem.hpp: specify the ODEs
• RBF.cpp and RBF.hpp: compute the complete Lyapunov func-

tion, its orbital derivative, the collocation grid, the first
rj
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Fig. 1. Three different projections of the computed chain-recurrent set for the
Lorenz attractor. Upper: Projection on the xy plane. Lower left: Projection on
the xz plane. Lower right: Projection on the yz plane. The z axis in the lower
right figure is the same as in the lower left figure.

• chainrecurrentset.cpp and chainrecurrentset.hpp: provide
the classification of the chain-recurrent set, evaluation grid
and rj for further iterations

• wendland.cpp and wendland.hpp: construct the Wendland
function

2.2. Software functionalities

Our software constructs complete Lyapunov functions and
determines the chain-recurrent set.

3. Illustrative examples

Numerous systems have been analyzed using this software [5–
9]. In Fig. 1 we show the results for the (scaled) Lorenz attractor’s
chain-recurrent set obtained with LyapXool with α = 0.0665,
γ = −0.5, r = 0.49, in the domain [−1.0, 1.0]3 ∈ R3, with
the directional evaluation grid and m = 10. These figures were
obtained after 11 iterations.

4. How to use

• Write the expression for f(x) in (1), i.e. the dynamical sys-
tem, in odesystem.cpp and give it a name

• Define that name in namespace in instructions.hpp. In this
file also define the following parameters for the calculation:
domain, critical values, total number of evaluation points
per collocation point, type of grid, etc. Finally define the
extension into which the results will be printed

• Compile and link with OpenMP and Armadillo
• Run

5. Impact

This software computes complete Lyapunov functions (CLF)
for any 2D or 3D dynamical system, whose dynamics are given
by an autonomous ODE. It classifies the chain-recurrent set and
determines the qualitative dynamics of the system. Hence, it
can be used both to analyze given dynamical systems and to
derive appropriate models. We expect it to be used in applied
sciences using ordinary differential equations, such as biology,
computational chemistry, physics, pharmacology, etc. The tool
provides a fast and reliable algorithm to construct a CLF to give

information on the behavior of any 2D or 3D dynamical system
without solving the ODE with many initial conditions.

In [24], some of the authors showed that the cost of computing
a complete Lyapunov function with our method using I iterations
is of order O(N3

+ IN2 nm), where N is the total number of
collocation points, n is the dimension of the problem and m is
the total number of points to be evaluated in the evaluation grid
per collocation point.

6. Future work

We will further develop this program, using experience form
different test systems, and make it more sophisticated to allow
it to classify the connected components of the chain-recurrent
set and their stability. In the future, we will extend our code
to handle general n-dimensional systems, and it can also be
generalized to discrete-time dynamical systems. Further, we will
investigate if it can be extended to compute Lyapunov–Krasovskii
functionals for time-delay systems.

7. Conclusions

We have written a C++ code that computes complete Lya-
punov functions for any 2- or 3-dimensional dynamical system
given by an autonomous ordinary differential equation. This code
is based on the theory explained in [10] and [5–9].
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